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// Vector pseudocode

CLASS Course {

Integer type variable courseNumber  
String type variable courseName  
Vector type with string data type prerequisites

}  
Vector<Course> courses
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Function ReadFileData() {

Initialize fData variable from class fstream Print "Enter a file name with extension “.txt” Initialize a string fileName  
Take file name into fileName variable

Set text variable to “.txt”

IF(strstr(Parameters : fileName.c\_str(),text.c\_str())) is not contain)

{

return

}

ELSE

{

Opened file fData using open(fileName) Initialize a string variable line1

WHILE(get the file data using fData variable)

{

CourseClass obj

IF(line1 is valid or not)

{

Initialize stringstream function with splits with line1

Initialized variable string token

Initialize vector with string data

Initialize vector with string dataPreq

While (splits data and assigns data into token)

{

Adds data token into vector data using pushback function

}

Sets courseName with data (data[0])

Sets courseNumber with data (data[1])

Initialize vector with string dataPreq

FOR i =2 to length of vector data

Add data token into vectors dataPreq using push\_back function

IF (length of data is greater >=2)

{

obj.course\_Number=courseNumber

obj.course\_Name=courseNumber

Copy vector(obj.course\_prerequisites ,dataPreq)

Add data obj into vector courseData using push\_back(obj)

}

ELSE

Print data is not valid

}

}

}

}

}

Function StoreFileData ()

{

Initialized fData object of fStream class

fData.open("course.txt")

IF(fData is not exist)

{

print "File is not found"

return zero

}

ELSE

{

Initialized fData string with line type

While(get file data using fData variable)

{

Course b

IF(line is valid or not)

{

stringstream splits line of the file

Initialized variable string temp

Initialized vector with string da

While (split assigns data into temp)

{

vectors da adds data using push\_back(temp)

}

Initialized cName,cNum  
Set cName with data[0]  
Set cNum with (data[1])

Initialized vector<string> preq

FOR i=2 to length of vector da

vectors preq adds data using push\_back(da[i])

IF length of da is greater >=2

Set b.courseNumber with cNumber  
Set b.courseName with cName  
vector courses data using push\_back(b)

ELSE

Print data is not valid

}

}

}

}

Function SearchFileData ()

{  
Print "Enter course number to search"

Initialized variables courseNumber

Initialized variables courseName

Take user input in course  
A bool variable T=false  
FOR i =0 to length of courses vector

IF courses[i].courseNumber is equal to courseNumber

then Print "course found "  
T= true

IF T is not true:  
 Print "Course Not Found"

Print "Course Details are "  
FOR i =0 to length of courses vector

Display "Course Number is " courses[i].courseNumber

Display "Course Name is " courses[i].courseName

Display "Course prerequisites are "  
 FOR i =0 to length of courses[i].prerequisites vector

Display courses[i].prerequisite[i]

}  
Hash Table Data Structure Pseudocode

CLASS Course

{

Integer type variable courseNumber  
String type variable courseName  
Vector type with string data type prerequisites

}  
Hashtable<Course> courses

Function ReadFileData()

{

Initialize fData variable from class fstream

Print "Enter a file name with extension “.txt”

Initialize a string fileName  
Take file name into fileName variable

Set text variable to “.txt”

IF(strstr(Parameters : fileName.c\_str(),text.c\_str())) is not contain)

{

return

}

ELSE

{

Opened file fData using open(fileName)

Initialize a string variable line1

WHILE(get the file data using fData variable)

{

CourseClass obj

IF(line1 is valid or not)

{

Initialize stringstream function with splits with line1

Initialized variable string token  
Initialize hashtable with string data  
Initialize hashtyable with string dataPreq

Initialize unassigned hash int key

While (splits data and assigns data into token)

{

Adds data token into vector data using pushback function

}

Sets courseName with data (data[0])  
Sets courseNumber with data (data[1])

FOR i =2 to length of unassigned hash key

Add data token into data table dataPreq using push\_back function

IF (length of data is greater != key)

{

obj.course\_Number=courseNumber

obj.course\_Name=courseNumber

Copy data table(obj.course\_prerequisites ,dataPreq)

Add data obj into data table courseData using push\_back(obj)

}

ELSE

Print data is not valid

}

}

}

}

}

Function StoreFileData ()

{

Initialized fData object of fStream class

fData.open("course.txt") IF(fData is not exist)  
{

print "File is not found"

return zero

}

ELSE

{

Initialized fData string with line type

While(get file data using fData variable)

{

Course b

IF(line is valid or not)

{

stringstream splits line of the file

Initialized variable string temp

Initialize hashtable with string data

Initialize unassigned hash int key

While (split assigns data into temp)

{

Hash table data adds data using data table

}

Initialized cName,cNum  
Set cName with data[0]  
Set cNum with (data[1])

Initialized hash<string> preq

FOR i=2 to length of unassigned hash key data

vectors preq adds data using push\_back(da[i])

IF length of data is greater != key  
 Set b.courseNumber with cNumber  
 Set b.courseName with cName  
Data table courses data using push\_back(b)

ELSE

Print data is not valid }

}

}

}

Function SearchFileData ()

{  
Print "Enter course number to search"

Initialized variables courseNumber

Initialized variables courseName

Initialize unassigned hash int key

Take user input in course  
A bool variable T=false  
FOR i =0 to length of courses unassigned hash key

IF courses[i].courseNumber is equal to courseNumber

then Print "course found "  
T= true

IF T is not true:  
Print "Course Not Found"

Print "Course Details are "  
FOR i =0 to length of courses unassigned hash key

Display "Course Number is " courses[i].courseNumber

Display "Course Name is " courses[i].courseName

Display "Course prerequisites are "  
FOR i =0 to length of courses[i].prerequisites vector

Display courses[i].prerequisite[i]

}

Binary Tree Search Data Structure Pseudocode

CLASS Course

{

Integer type variable courseNumber  
String type variable courseName  
Vector type with string data type prerequisites

}  
BinaryTreeSearch<Course> courses

Function ReadFileData()

{

Initialize fData variable from class fstream

Print "Enter a file name with extension “.txt”

Initialize a string fileName  
Take file name into fileName variable

Set text variable to “.txt”

Initialize a string fileName  
Take file name into fileName variable

Set text variable to “.txt”

IF(strstr(Parameters : fileName.c\_str(),text.c\_str())) is not contain)

{

return

}

ELSE

{

Opened file fData using open(fileName) Initialize a string variable line1

WHILE(get the file data using fData variable)

{

CourseClass obj

IF(line 1 key matches desired key or not)

{

Initialize stringstream function with splits with line1

Initialized variable string token  
Initialize hashtable with string data  
Initialize hashtyable with string dataPreq

Initialize unassigned hash int key

While (splits data and assigns data = null)

{

Adds data token into vector data using pushback function

}

Sets courseName with data (data[0])  
Sets courseNumber with data (data[1])  
FOR i =2 to length of unassigned current key

Add data token into data table dataPreq using push\_back function

IF (length of data is greater != current key)

{

obj.course\_Number=courseNumber

obj.course\_Name=courseNumber

Copy data table(obj.course\_prerequisites ,dataPreq)

Add data obj into data table courseData using push\_back(obj)

}

ELSE

Print data is not valid

}

}

}

}

}

Function StoreFileData ()

{

Initialized fData object of fStream class fData.open("course.txt")

IF(fData is not exist)

{

print "File is not found"

return zero

}

ELSE

{

Initialized fData string with line type

While(get file data using fData variable = current key)

{

Course b

IF(key is valid or not)

{

stringstream splits line of the file

Initialized variable string temp

Initialize tree with string data

Initialize unassigned key Initialize Node\* left

Initialize Node\* right

While (split assigns data into temp)

{

Tree data adds data using data table

}

Initialized cName,cNum  
Set cName with data[0]  
Set cNum with (data[1])  
Initialized hash<string> preq  
FOR i=2 to length of unassigned hash key data

vectors preq adds data using push\_back(da[i])

IF length of data is greater != key

Set b.courseNumber with cNumber

Root = current->left

Set b.courseName with cName

Root = current->right

Data tree courses data using push\_back(b)

ELSE

Print data is not valid

}

}

}

}

Function SearchFileData ()

{  
Print "Enter course number to search"

Initialized variables courseNumber

Initialized variables courseName

Initialize unassigned key

Take user input in course  
A bool variable T=false  
FOR i =0 to length of courses unassigned hash key

IF courses[i].courseNumber is equal to courseNumber

then Print "course found "  
T= true

IF T is not true:

Print "Course Not Found"

Print "Course Details are "  
FOR i =0 to length of courses current key

Display "Course Number is " courses[i].courseNumber

Display "Course Name is " courses[i].courseName

Display "Course prerequisites are "  
FOR i =0 to length of courses[i].prerequisites vector

Display courses[i].prerequisite[i]

}

With the menu I am going to follow the same lines as the previous assignments with setting the user input 1-3 and 9 to exit.

Menu Pseudocode  
While choice does not equal 9

{

Print “1. Load Data”  
Print “2. Print Course List”

Print “3. Print Course”  
Print “9. Exit”  
Print “Please Make Selection”

Switch User menu input

{

User inputs 1

Program loads course data

Prints Please Make Selection

User input 2

Print course number and name

Prints Please Make Selection

User input 3  
Print “Enter course number to search”  
User input Course number  
Print Course number, course name, prerequisites course numbers

Prints Please Make Selection

User input 9

Print “Goodbye”

}

}

Vector

| **Code** | **Line Cost** | **# Times Executes** | **Total Cost** |
| --- | --- | --- | --- |
| **for all courses** | 1 | n | n |
| **if the course is the same as courseNumber** | 1 | n | n |
| **print out the course information** | 2 | 1 | 1 |
| **for each prerequisite of the course** | 1 | n | n |
| **print the prerequisite course information** | 2 | n | n |
| **Total Cost** | | | 6n + 1 |
| **Runtime** | | | 1(n) |

Hash Table

| **Code** | **Line Cost** | **# Times Executes** | **Total Cost** |
| --- | --- | --- | --- |
| **for all courses** | 2 | n | n |
| **if the course is the same as courseNumber** | 1 | n | n |
| **print out the course information** | 1 | 1 | 1 |
| **for each prerequisite of the course** | 2 | n | n |
| **print the prerequisite course information** | 4 | n | n |
| **Total Cost** | | | 9n + 1 |
| **Runtime** | | | O(n) |

Tree Table

| **Code** | **Line Cost** | **# Times Executes** | **Total Cost** |
| --- | --- | --- | --- |
| **for all courses** | 1 | n | n |
| **if the course is the same as courseNumber** | 1 | n | n |
| **print out the course information** | 2 | 1 | 1 |
| **for each prerequisite of the course** | 1 | n | n |
| **print the prerequisite course information** | 4 | n | n |
| **Total Cost** | | | 8n + 1 |
| **Runtime** | | | O(n) |

I will use a vector structure because it is cheaper and more efficient than the other two structures. It requires less to perform the function needed.